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Abstract The median (antimedian) set of a profile π = (u1, . . . , uk) of vertices of a
graph G is the set of vertices x that minimize (maximize) the remoteness

∑
i d(x,ui).

Two algorithms for median graphs G of complexity O(n idim(G)) are designed,
where n is the order and idim(G) the isometric dimension of G. The first algorithm
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computes median sets of profiles and will be in practice often faster than the other
algorithm which in addition computes antimedian sets and remoteness functions and
works in all partial cubes.

Keywords Median · Antimedian · Profile · Hypercube · Isometric subgraph ·
Median graph · Weak contraction

1 Introduction

The problems of locating medians and antimedians of profiles are natural general-
izations of facility location problem in graphs. Given a profile (that is, a multiset of
vertices) on a graph/network one wants to locate vertices whose remoteness, that is,
the sum of distances to the vertices of the profile, is minimum or maximum. This is
a model for those practical problems where vertices of the profile present customers
and the resulting median (resp. antimedian) set consists of optimal locations of desir-
able (resp. undesirable) facilities in the network.

The median problem for profiles on graphs was considered by many authors; see,
for example [1, 3, 4, 6, 18]. On the other hand, not much work has been done so far
for the general antimedian problem for profiles on graphs. To be exact, there are some
papers that deal with the special case of this problem—the obnoxious facility location
problem on graphs—where profiles always coincide with the vertex set of a graph;
see [7, 9, 20, 22, 24]. We think that the problem of antimedian for profiles could be of
similar interest for applications, as well as theoretically, being the opposite extremum
to the median problem.

Median graphs form a closely investigated and well understood class of graphs;
see [16] for a survey, in particular for their role in location theory. Many important and
interesting classes of graphs are median, let us just mention trees, hypercubes, square
grids, graphs of acyclic cubical complexes, simplex graphs, and Fibonacci and Lucas
cubes. Most of these classes have been considered from the algorithmic point of view.
Median graphs themselves can be recognized in subquadratic time [12, 14], in fact,
their recognition complexity is essentially the same as the complexity of recognizing
triangle-free graphs [15], see also [10]. On the other hand, the recognition complexity
can be reduced to O(m logn) for acyclic cubical complexes [13] and for Fibonacci
cubes [21]. Here and later n and m denote the number of vertices and edges of a given
graph. For additional fast algorithms on classes of median graphs see [8].

The main purpose of this paper is to present efficient algorithm(s) for comput-
ing median and antimedian sets of profiles on median graphs. As the main tool we
use isometric (that is, distance preserving) embeddings of median graphs into hyper-
cubes. In the next section we fix notation, state necessary definitions, and present a
simple algorithm for computing median and antimedian sets in general graphs. In the
subsequent section we prove that, given a graph G, embedded via a weak contraction
into a graph H , the median set of a profile on G can be obtained from the correspond-
ing median set in H . We elaborate this idea in Sect. 4 for the case when a median
graph G is isometrically embedded into a hypercube to obtain a fast algorithm for
computing median sets in median graphs. (Unfortunately, a similar theorem does not
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hold for antimedians.) We follow with another algorithm in Sect. 5 that in addition
computes antimedian sets and the remoteness functions within the same time and
works in arbitrary isometric subgraphs of hypercubes. In practice, however, the first
algorithm will often be faster. In the final section we consider possible generalizations
and variations of our approach.

2 Preliminaries

In this paper we consider simple, undirected, connected graphs. The distance consid-
ered is the usual shortest path distance d . For a connected graph G and subsets of
vertices X,Y ⊆ V (G) we will write d(X,Y ) = min{d(x, y) | x ∈ X,y ∈ Y }. In par-
ticular, for a vertex u of G and a set of vertices X we have d(u,X) = min{d(u, x) |
x ∈ X}. The distance d(x,π) between the vertex x and the profile π is defined anal-
ogously.

A profile π = (x1, . . . , xk) on a graph G is a finite sequence of vertices of G. Note
that in a profile a vertex may be repeated. Given a profile π on G and a vertex u of G

the remoteness D(u,π) (see [17]) is

D(u,π) =
∑

x∈π

d(u, x).

The vertex u is called a median (antimedian) vertex for π if D(u,π) is minimum
(maximum). The median (antimedian) set M(π,G) (AM(π,G)) of π in G is the set
of all median (antimedian) vertices for π .

A vertex x is a median of a triple of vertices u, v and w if d(u, x) + d(x, v) =
d(u, v), d(v, x)+d(x,w) = d(v,w) and d(u, x)+d(x,w) = d(u,w). A (connected)
graph G is a median graph if every triple of its vertices has a unique median. The
hypercube or d-cube Qd , d ≥ 1, is the graph with vertex set {0,1}d , two vertices
being adjacent if the corresponding tuples differ in precisely one position. A vertex
u of Qd will be written in its coordinate’s form as u = u(1) · · ·u(d). Note that the
distance in Qn between two vertices is the number of coordinates in which they
differ. The latter distance is known as the Hamming distance.

A subgraph H of a (connected) graph G is an isometric subgraph if dH (u, v) =
dG(u, v) holds for any vertices u,v ∈ H . Let G be an isometric subgraph of some
hypercube (such graphs are also called partial cubes). The smallest integer d such
that G is an isometric subgraph of Qd is called the isometric dimension of G and
denoted idim(G). An important structural result due to Mulder [19] asserts that every
median graph G can be isometrically embedded in a hypercube such that the median
set of every profile π of cardinality three in G on the hypercube coincides with the
median set of π in G.

The median and the antimedian set of a profile π on a connected graph G can
be obtained by the following straightforward algorithm. For each vertex x ∈ π (of
course, taking into account multiple occurrences of x as well), perform a BFS from x.
In this way the distances from x to all vertices of G are obtained and summed up
along the way. After this is done, the sum of the distances to the vertices of the
profile is obtained, and then the vertices with minimum and maximum sum are easily
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determined. The time complexity of this algorithm is the number of edges of G (the
time complexity for performing a BFS) times the number of different vertices that
appear in π . Although this is quite efficient, it may be the case that faster algorithms
are required, in particular in large networks when the results are needed in real-time.

3 Median sets with respect to isometric embeddings

Recall that median graphs are isometric subgraphs of hypercubes [19]. The main idea
of this paper is to compute median and antimedian sets in median graphs using these
embeddings. In this section we give a fundamental theoretical observation for this
purpose which holds in a more general setting.

The concept of a weak contraction was used by Feder [11, Theorem 6.28] to prove
a fixed box theorem for the distance center of subgraphs of Cartesian product graphs.
(The distance center of G is the median of the profile consisting of the vertex set
of G.) Let G be a subgraph of H . A mapping f : V (H) → V (G) is called a weak
contraction (or weakly nonexpansive map) if for all u ∈ V (H) and all v ∈ V (G) we
have dG(f (u), v) ≤ dH (u, v). Note that for v ∈ V (G) we have f (v) = v because
dG(f (v), v) ≤ dH (v, v) = 0. Therefore, for any u,v ∈ V (G),

dG(u, v) = dG

(
f (u), v

) ≤ dH (u, v).

Hence, since G is a subgraph of H , dG(u, v) = dH (u, v), that is, every weak con-
traction is an isometry. So the condition dG(f (u), v) ≤ dH (u, v) is equivalent to
dH (f (u), v) ≤ dH (u, v).

Theorem 3.1 Let G be a subgraph of H such that there exists a weak contraction f

from H to G. Then for any profile π on G, M(π,G) = M(π,H) ∩ V (G).

Proof Note that we only need to prove that M(π,H) ∩ V (G) �= ∅. Suppose u ∈
V (H) \ V (G) such that u ∈ M(π,H). We claim that f (u) ∈ M(π,H) (since f (u) ∈
V (G) this will be sufficient). Clearly,

DH (u,π) =
∑

x∈π

dH (u, x) ≥
∑

x∈π

dG

(
f (u), x

) =
∑

x∈π

dH

(
f (u), x

) = DH

(
f (u),π

)

which readily implies f (u) ∈ M(π,H). �

It is easily seen that every (weak) retract is a weak contraction, hence the above
theorem holds also for these two special cases. In particular, it is well-known that
median graphs are precisely retracts of hypercubes [2], hence we deduce

Corollary 3.2 Let G be a median graph, isometrically embedded into a hyper-
cube H . Then for any profile π on G, M(π,G) = M(π,H) ∩ V (G).

Not all partial cubes can be obtained as weak contractions of hypercubes. For
instance, it is easy to see that the cycle C6 is not a weak contraction of the hyper-
cube Q3. We wonder whether only median graphs have this property.
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Fig. 1 A small example

In the formula of Theorem 3.1 it is necessary to make the intersection with V (G).
For instance, let π = (u, v), then the median set of π consists of all vertices lying on
shortest u,v-paths which can in Qd yield a larger set than in G. As the smallest ex-
ample consider the path on three vertices embedded in Q2. For another small example
see Fig. 1, where G is the graph induced with black vertices. Then M(π,G) = V (G)

but M(π,Q3) = V (Q3).
Note that the analogue of Theorem 3.1 for antimedian sets does not hold in general.

In fact, in many cases the corresponding intersection will be empty which makes this
problem more difficult than the median problem.

4 Fast computation of median sets in median graphs

In this section we design an efficient algorithm for computing the median set of a
profile on a median graph by applying Corollary 3.2. Thus we first have a closer look
to median (and antimedian) sets in hypercubes. Part of this might be a folklore.

Let π = (x1, . . . , xk) be a profile on Qd . For i = 1, . . . , k, let n
(i)
0 and n

(i)
1 be the

number of vertices from π with the ith coordinate equal 0 and 1, respectively. More
formally,

n
(i)
0 (π) = |{x ∈ π | x(i) = 0}|

and

n
(i)
1 (π) = |{x ∈ π | x(i) = 1}|.

Define Majority(π) as the set of vertices u = u(1) . . . u(d) of Qd , where

u(i)

⎧
⎪⎨

⎪⎩

= 0; n
(i)
0 (π) > n

(i)
1 (π),

= 1; n
(i)
0 (π) < n

(i)
1 (π),

∈ {0,1}; n
(i)
0 (π) = n

(i)
1 (π).

We say that vertices u ∈ Majority(π) are obtained by the majority rule. Minority(π)

and the minority rule are defined analogously.
Note that it follows immediately from the definitions that if |π | is odd then

|Majority(π)| = 1 and |Minority(π)| = 1.

Proposition 4.1 Let π = (x1, . . . , xk) be a profile on Qd . Then M(π,Qd) =
Majority(π) and AM(π,Qd) = Minority(π).
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Proof Let u ∈ Majority(π) and let w be an arbitrary vertex of Qd . For b, b′ ∈ {0,1}
set δ(b, b′) = 0 if b = b′ and δ(b, b′) = 1 otherwise. Then,

D(u,π) =
k∑

i=1

d(u, xi) =
k∑

i=1

d∑

j=1

δ(u(j), x
(j)
i ) =

d∑

j=1

k∑

i=1

δ(u(j), x
(j)
i )

≤
d∑

j=1

k∑

i=1

δ(w(j), x
(j)
i ) = D(w,π).

Note that the above inequality holds by the construction of the Majority(π). More-
over, equality holds if and only if w ∈ Majority(π). We conclude that M(π,Qd) =
Majority(π).

The arguments for the antimedian set are analogous. �

Combining Theorem 3.1 with Proposition 4.1 we get the following algorithm for
computing median sets in median graphs.

Algorithm 1

Input: A median graph G isometrically embedded into a hypercube Q. A profile π .
Output: M(π,G).
Step 1: Find M(π,Q) using the majority rule.
Step 2: Compute M(π,G) = M(π,Qd) ∩ V (G).

Theorem 4.2 Algorithm 1 correctly computes the median set M(π,G) in a median
graph G and can be implemented in O(n idim(G)) time.

Proof Correctness of the algorithm follows from Theorem 3.1 and Proposition 4.1.
For the time complexity we first note that if π contains multiple occurrences of

the same vertex it is not difficult to modify the algorithm such that this vertex is
considered only once. (We do not list multiple occurrences of it but only count its
frequency when computing M(π,Q) using the majority rule.)

Since every vertex of π has idim(G) coordinates, Step 1 can be performed in
O(n idim(G)) time. Along with Step 1 we can perform Step 2 as follows. As soon as
we determine the majority in the ith coordinate, we mark all the vertices of G that
have the ith coordinate different from the majority as non-median. (Note that if the
frequency of 0’s and 1’s in the ith coordinate is equal, we do nothing.) At the end we
are left with the median set. Altogether we need O(n idim(G)) operations. �

Algorithm 1, together with the general BFS approach for computing median sets
(as described in Sect. 2) yields an algorithm of complexity

min{O(n idim(G)),O(m |π ∩ V (G)|)}
for computing median sets in median graphs. Since in these graphs m = O(n logn)

(see [14]), Algorithm 1 will be better than the general algorithm if idim(G) is smaller
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than |π ∩ V (G)| logn. In many practical situations this is indeed the case, as for
instance when the median graph G is close to a hypercube structure. (Recall that for
a hypercube Qd we have idim(Qd) = d = logn, where n = |Qd |.)

In practice Algorithm 1 can perform less than n idim(G) operations if M(π,Qd)

is relatively small and we are somehow lucky with the coordinatization of the median
graph G. Namely, when implementing Step 2 by marking vertices as non-median
it may happen that almost all vertices are marked as non-median after only a few
coordinates were checked. By putting each such vertex at the end of the list, we then
need to examine only vertices that are not marked (in the ideal case only those that are
in M(π,G)). Denoting the number of different elements in the profile π with ‖π‖, in
such events the complexity of Algorithm 1 is O(‖π‖ idim(G)), which is better than
O(n idim(G)).

5 A more general fast algorithm

In this section we give another algorithm for computing median sets in median graphs
of the same complexity O(n idim(G)). Its advantage is that it can also be used for
computing the antimedian sets and values of D(x,π) for all x and any profile on a
(median) graph. In addition, it works in arbitrary isometric subgraphs of hypercubes.
Its disadvantage is that the number of its operations is fixed (regardless of the coor-
dinatization of the graph, the choice of the profile, etc.), which means that in practice
Algorithm 1 will in many cases run faster.

Note that when performing the majority rule values n
(j)

0 (π) and n
(j)

1 (π) are com-
puted, and then compared. We may store these values in two vectors, that is, for any
profile π on a median graph G with k = idim(G), let

−→
0 (π) = (n

(1)
0 (π), . . . , n

(k)
0 (π)),

and
−→
1 (π) = (n

(1)
1 (π), . . . , n

(k)
1 (π)).

For a vertex x of G we define the vector
−→
d (x,π) as follows:

−→
d j (x,π) =

{−→
0j (π); x(j) = 1,−→
1j (π); x(j) = 0,

for j = 1, . . . , k. It is easy to see, using the definition of the Hamming distance, that
for any vertex x ∈ V (G) we have

D(x,π) =
k∑

j=1

−→
d j (x,π). (1)

We derive the following algorithm for computing D(x,π) for any vertex of a
partial cube G.
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Algorithm 2

Input: A graph G, isometrically embedded into a hypercube Q. A profile π .
Output: D(x,π) for all vertices x ∈ V (G), M(π,G) and AM(π,G).

Step 1: Using the majority rule in Q, determine
−→
0 (π) and

−→
1 (π).

Step 2: For every x ∈ V (G) compute D(x,π) using (1).
Step 3: Determine M(π,G) and AM(π,G) as the vertices with the smallest

(largest) D(x,π).

Theorem 5.1 Let x be a vertex of a graph G, and let π be a profile on G. Then
Algorithm 2 correctly computes D(x,π), the median set and the antimedian set of π ,
and can be implemented in O(n idim(G)) time.

Proof Observations preceding the algorithm imply the correctness of the algorithm.
For the time complexity observe first that Step 1 is the same as Step 1 of Algo-

rithm 1 except that in the present algorithm vectors
−→
0 (π) and

−→
1 (π) are explicitly

determined and saved. Hence Step 1 can be performed in O(n idim(G)) time. For
Step 2 we need O(n idim(G)) operations since for every vertex of G we check each
of its coordinates, and this check is done in a constant time (upon the value of x(j)

decide to choose either
−→
0j or

−→
1j , and add this number to the sum in (1)). Along with

Step 2 we can perform Step 3 in such a way that vertices x with current largest and
smallest value of D(x,π) are kept during the entire algorithm. This yields a constant
number of operations while processing each vertex. Hence the overall time complex-
ity is O(n idim(G)). �

We conclude this section with a word on the preprocessing required by Algo-
rithms 1 and 2. In practice we suppose that a graph/network is already given, so that
we only need to embed it into a hypercube. It was proved in [12] that this can be done
in O(m logn) time for semi-median graphs (a class of partial cubes that include me-
dian graphs). On the other hand, the fastest known algorithm for recognizing median
graph is presented in [14] and is of complexity O((m logn)2ω/(ω+1)), where ω is the
exponent of matrix multiplication.

6 Concluding remarks

Median graphs have many natural generalizations; one such well studied class is
the family of quasi-median graphs; see [5]. Among many similarities with median
graphs, quasi-median graphs admit isometric embeddings into Hamming graphs.
Moreover, they are weak retracts of Hamming graphs [23], hence Theorem 3.1 can be
applied for quasi-median graphs as well. By using a natural extension of majority rule
to Hamming graphs, one can easily generalize Algorithm 1 to work for quasi-median
graphs.

Step 1 of this algorithm indeed directly extends from hypercubes to Hamming
graphs. Having in mind that the vertices of a Hamming graph are t-tuples (whose
coordinates are taken from {0,1, . . . , ki}, respectively), the majority/minority rule
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is generalized to the set of integers that are most/least frequent in a given coordi-
nate. This implies that in a Hamming graph an (anti)median set induces a Hamming
subgraph, and it yields an efficient algorithm for finding (anti)median sets in Ham-
ming graphs. We note that Algorithm 2 also extends to nonbipartite case, because the
Hamming distance can be applied in partial Hamming graphs (we leave details to the
reader).

In this paper we have embedded median graphs into hypercubes to obtain fast
algorithms for computing median and antimedian sets. Since Theorem 3.1 is more
general, it can perhaps be applied to other situations as well. In particular it could
be useful to embed isometrically median graphs into other Cartesian products, say
products of paths or trees. Moreover, one could embed isometrically other classes of
graphs into appropriate host graphs, say �1-graphs.

Acknowledgements We are grateful to the referee #3 for critical remarks that led to the more general
approach (with a much simpler proof) of Theorem 3.1.

References

1. Balakrishnan, K.: Algorithms for median computation in median graphs and their generalizations
using consensus strategies. Ph.D. Thesis, University of Kerala (2006)

2. Bandelt, H.-J.: Retracts of hypercubes. J. Graph Theory 8, 501–510 (1984)
3. Bandelt, H.-J., Barthélemy, J.-P.: Medians in median graphs. Discrete Appl. Math. 8, 131–142 (1984)
4. Bandelt, H.-J., Chepoi, V.: Graphs with connected medians. SIAM J. Discrete Math. 15, 268–282

(2002)
5. Bandelt, H.-J., Mulder, H.M., Wilkeit, E.: Quasi-median graphs and algebras. J. Graph Theory 18,

681–703 (1994)
6. Barthélemy, J.-P., Monjardet, B.: The median procedure in cluster analysis and social choice theory.

Math. Social Sci. 1, 235–267 (1980–1981)
7. Bielak, H., Syslo, M.M.: Peripheral vertices in graphs. Stud. Sci. Math. Hung. 18, 269–275 (1983)
8. Brešar, B., Imrich, W., Klavžar, S.: Fast recognition algorithms for classes of partial cubes. Discrete

Appl. Math. 131, 51–61 (2003)
9. Cappanera, P., Gallo, G., Maffioli, F.: Discrete facility location and routing of obnoxious activities.

Discrete Appl. Math. 133, 3–28 (2003)
10. Chiba, N., Nishizeki, T.: Arboricity and subgraph listing algorithms. SIAM J. Comput. 14, 210–223

(1985)
11. Feder, T.: Stable networks and product graphs. Mem. Am. Math. Soc. 116, 555 (1995)
12. Hagauer, J., Imrich, W., Klavžar, S.: Recognizing median graphs in subquadratic time. Theor. Com-

put. Sci. 215, 123–136 (1999)
13. Imrich, W., Klavžar, S.: Recognizing graphs of acyclic cubical complexes. Discrete Appl. Math. 95,

321–330 (1999)
14. Imrich, W., Klavžar, S.: Product Graphs: Structure and Recognition. Wiley–Interscience, New York

(2000)
15. Imrich, W., Klavžar, S., Mulder, H.M.: Median graphs and triangle-free graphs. SIAM J. Discrete

Math. 12, 111–118 (1999)
16. Klavžar, S., Mulder, H.M.: Median graphs: characterizations, location theory and related structures.

J. Comb. Math. Comb. Comput. 30, 103–127 (1999)
17. Leclerc, B.: The median procedure in the semilattice of orders. Discrete Appl. Math. 127, 285–302

(2003)
18. McMorris, F.R., Mulder, H.M., Roberts, F.R.: The median procedure on median graphs. Discrete

Appl. Math. 84, 165–181 (1998)
19. Mulder, H.M.: The Interval Function of a Graph. Math. Centre Tracts, vol. 132. Mathematisch Cen-

trum, Amsterdam (1980)
20. Tamir, A.: Locating two obnoxious facilities using the weighted maximin criterion. Oper. Res. Lett.

34, 97–105 (2006)



216 Algorithmica (2010) 57: 207–216

21. Taranenko, A., Vesel, A.: Fast recognition of Fibonacci cubes. Algorithmica 49, 81–93 (2007)
22. Ting, S.S.: A linear-time algorithm for maxisum facility location on tree networks. Transp. Sci. 18,

76–84 (1984)
23. Wilkeit, E.: The retracts of Hamming graphs. Discrete Math. 102, 197–218 (1992)
24. Zmazek, B., Žerovnik, J.: The obnoxious center problem on weighted cactus graphs. Discrete Appl.

Math. 136, 377–386 (2004)


	Computing median and antimedian sets in median graphs
	Abstract
	Introduction
	Preliminaries
	Median sets with respect to isometric embeddings
	Fast computation of median sets in median graphs
	A more general fast algorithm
	Concluding remarks
	Acknowledgements
	References



<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (ISO Coated v2 300% \050ECI\051)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Error
  /CompatibilityLevel 1.3
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Perceptual
  /DetectBlends true
  /DetectCurves 0.1000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo true
  /PreserveFlatness true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts false
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /Warning
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 150
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /Warning
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 150
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 600
  /MonoImageMinResolutionPolicy /Warning
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU <FEFF004a006f0062006f007000740069006f006e007300200066006f00720020004100630072006f006200610074002000440069007300740069006c006c006500720020003700200061006e006400200038002e000d00500072006f006400750063006500730020005000440046002000660069006c0065007300200077006800690063006800200061007200650020007500730065006400200066006f00720020006f006e006c0069006e0065002e000d0028006300290020003200300030003800200053007000720069006e006700650072002d005600650072006c0061006700200047006d006200480020000d000d0054006800650020006c00610074006500730074002000760065007200730069006f006e002000630061006e00200062006500200064006f0077006e006c006f006100640065006400200061007400200068007400740070003a002f002f00700072006f00640075006300740069006f006e002e0073007000720069006e006700650072002e0063006f006d000d0054006800650072006500200079006f0075002000630061006e00200061006c0073006f002000660069006e0064002000610020007300750069007400610062006c006500200045006e0066006f0063007500730020005000440046002000500072006f00660069006c006500200066006f0072002000500069007400530074006f0070002000500072006f00660065007300730069006f006e0061006c0020003600200061006e0064002000500069007400530074006f007000200053006500720076006500720020003300200066006f007200200070007200650066006c00690067006800740069006e006700200079006f007500720020005000440046002000660069006c006500730020006200650066006f007200650020006a006f00620020007300750062006d0069007300730069006f006e002e>
  >>
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [595.276 841.890]
>> setpagedevice


